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Abstract
A cryptocurrency is a digital currency that enables online transactions for various products
and services. Cryptocurrencies are deployed over public blockchains which have the
transactions replicated and dispersed across multiple nodes within a computer network.
This decentralized mechanism is devised in order to achieve, for example, reliability,
transparency, integrity in a network consisting of unreliable nodes. Privacy and anonymity
have become crucial in this context. Privacy in blockchain refers to the ability to
protect sensitive data and transactions from unauthorized access. Anonymity aims to
prevent the linkage of transactions to the real identity of the parties involved. For
that reason, formal and mathematical approaches are gaining popularity in order to
guarantee the correctness of the cryptocurrency implementations. Mimblewimble is
a privacy-oriented cryptocurrency technology which provides security and scalability
properties that distinguish it from other protocols of its kind. Mimblewimble combines
confidential transactions, CoinJoin and cut-through to achieve a higher level of privacy
and security, as well as, scalability. In this work, we present and discuss these security
properties and outline the basis of a model-driven verification approach to address the
certification of the correctness of the protocol implementations. In particular, we propose
an idealized model that is key in the described verification process. Then, we identify and
precisely state the conditions for our model to ensure the verification of relevant security
properties of Mimblewimble. In addition, we analyze the Grin and Beam implementations
of Mimblewimble in their current state of development. We present detailed connections
between our model and their implementations regarding the Mimblewimble structure and
its security properties. Finally, we analyze the Litecoin soft-fork that enhances privacy
over the blockchain based on Mimblewimble features.
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1 Introduction

A cryptocurrency is a digital currency that can be exchanged online for goods and services. It can be
converted into cash through a cryptocurrency exchange and vice versa. Many cryptocurrencies work using a
technology called blockchain, a distributed ledger of transactions that is duplicated and distributed across
the nodes of a computer network. A defining feature of cryptocurrencies is that there is no central trusted
authority. The ledger is maintained using a consensus-based validation protocol where transactions are
constructed in a peer-to-peer fashion and broadcast to the entire set of participants who work to validate
them and build blocks. Therefore, the consensus algorithm is what decides which is the following block to
be appended to the blockchain. This decentralized mechanism is devised to achieve reliability in a network
consisting of unreliable nodes. Next, we present relevant security aspects of the cryptocurrencies and the
importance of applying formal methods for the verification of their implementations. Then, we state the aims
and the structure of this paper.

1.1 Background

Cryptocurrency protocols are a valuable target for several attacks since they deal with virtual money.
Irreparable losses of money and credibility have been caused because of several attacks against cryptocurrency
systems (e.g., [1]). Security and confidentiality are now much more important in this situation. For this
reason, the cryptocurrency community is looking for techniques and approaches that can reduce the likelihood
of successful attacks. One such approach is the application of formal methods to software implementation. In
particular, interest in formally certified implementations and formal proofs has increased [2, 3].

Mimblewimble (MW) is a privacy-oriented cryptocurrency technology with scalability and security that
set it apart from similar techonologies. In MW, unlike Bitcoin [4], there is no such concept as an address, and
all the transactions are confidential. The method used in this work is based on formal software verification,
and it aims to formally verify the fundamental mechanisms of MW and its implementations [5, 6]. Security
issues are explored on an idealized model of the MW protocol. Such model delivers a realistic environment
while abstracting away the specifics of any particular implementation. Then, verification should be performed
on more detailed models, where low-level mechanisms are specified. Finally, it must be proved that the
low-level model implements the idealized model.

Security Properties

Some security and privacy properties are crucial for the cryptocurrency protocols, however we can find them
with different names in the literature. Next we classify the main security and privacy concepts that will be
verified in our idealized model into the following properties.

The property of ownership or security against theft implies that only a user can spend coins belonging to
them [7, 8]. In other words, it means that no one can spend a user’s coins as long as they keep their keys
safe. Ownership will be defined in Section 4

The property of no-inflation or security against inflation or balance or No double spending [7, 8, 9] ensures
that the only way money can be created is via the supply of transactions. In other words, money can not
be created from thin air. Furthermore, coins can not be double-spent. The property of no-inflation will be
verified in 5.1.

The property of transaction indistinguishability [7] states that a transaction does not reveal anything
about the amount. In other words, the amount involved in a transaction is hidden so that only the sender
and the receiver know how much money is involved. In Section 5.2, we define the perfect hiding property of
the Pedersen commitment to guarantee this property.

The property of untraceable [10] prevents tracing activities of the transactions. In other words, IP
addresses should be hidden and can not be used to discover identity or geolocation of the user. In Section 5.4,
we define how the broadcast of the transaction should be performed with the aim of fulfilling this property.

1.2 Related Work

The cryptocurrency community is interested in applying formal methods to guarantee correctness and
properties over their protocol constructions. For instance, Idelberger et al. [11] proposes the use of defeasible
logic frameworks such as Formal Contract Logic for the description of smart contracts. However, the authors
did not analyze the necessary conditions the cryptocurrency protocols should satisfy to guarantee security
properties.

On the other hand, Hirai [12] employs Lem to formally specify the Ethereum Virtual Machine (EVM),
while Grishchenko, Maffei, and Schneidewind [13] use F* for the formalization of the EVM. Hildenbrandt et
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al. achieve the same using the reachability logic system known as K. P̂ırlea and Sergey [14] present a Coq
[15, 16] formalization of a blockchain consensus protocol, verifying certain properties formally.

Boyd et al. presented a blockchain model in Tamarin [17], which is useful for analyzing certain blockchain
based protocols. In addition, a mechanized formal verification of the Pedersen commitment protocol was
presented by Metere and Dong [18] using EasyCrypt [19]. Moreover, an abstraction for the analysis of some
security properties of MW was introduced by Fuchsbaue et al. [7].

Finally, in Betarte et al. [20] we have outlined several formal methods techniques that are particularly useful
for cryptocurrency software. We have provided guidelines for adopting formal methods in cryptocurrency
software projects, suggesting that set-based formal modeling (or specification), simulation, prototyping,
and automated proof should be applied before considering more advanced approaches such as code formal
verification. Specifically, we have presented excerpts from a set-based formal specification of a consensus
protocol and the Ethereum Virtual Machine. Additionally, we have demonstrated how prototypes can be
generated from these formal models and how simulations can be run on them. Lastly, we have illustrated
how test cases can be generated from the same models and how automated proofs can be used to evaluate
the correctness of these models. The work we present here closely follows the approach described in [20].

We believe that cryptocurrency protocols should undergo a formal security assessment in order to prove
and guarantee security properties from a formal point of view. A complete formal model of the cryptocurrency
is crucial. For instance, Ruffing et al. [21] show an attack against Zerocoin [22] exposing the lack of an
important missing property in the formal security analysis of the cryptocurrency.

1.3 Contributions

The goal of the present work was to identify and analyze the main components of the MW protocol with the
aim of building an idealized model and verifying its security properties.

The specific objectives were to i) identify and specify the foundational schemes and protocols underlying
Mimblewimble, ii) identify and define the principal components of our model, iii) define and verify relevant
security properties and iv) compare our model with the most popular implementations of MW, Grin and
Beam, and the MW based soft-fork of Litecoin.

This work expands upon and extends the findings and insights presented in previously published papers
[23, 24, 25]. In those papers, we have delineated components that constitute the foundational phases in
developing a thorough formalization of the MW cryptocurrency protocol, coupled with an analysis of its
properties. More specifically, we have defined the essential elements of our idealized model and articulated
conditions for validity to guarantee the correctness of the blockchain. Furthermore, we have identified and
precisely stated the conditions within our model to ensure the verification of relevant security properties
associated with MW.

We have studied both the protocol and the essential security properties that a MW blockchain should
have, along with analyzing the security properties inherent in the Pedersen commitment and range proofs
schemes. The primary contribution of our work is the proposed idealized model, complemented by an analysis
showcasing the essential properties it successfully validates. Furthermore, we have introduced and discussed
the foundations of a model-driven verification approach aimed at certifying the correctness of a protocol’s
implementation. Lastly, we have conducted a comparison between two MW implementations, Grin [5] and
Beam [6], with our model and we have discussed certain features that distinguish them from each other. In
addition, we have have described the Litecoin soft-fork main features and compare them with our model.

The paper is organized as follows. Section 2 provides a brief description of MW. Section 3 defines the
schemes and protocols our model is based on. Section 4 outlines the building blocks of a formal idealized
model depicting the computational behavior of MW. Section 5 specifies the verification activities being
implemented to validate both the protocol and its corresponding implementation.

Then, Section 6 examines the Grin and Beam implementations of MW in their present stage of development
and the Litecoin soft-fork based on Mimblewimble features. Final remarks are presented in Section 7 and
directions for future work are detailed in Section 8.

2 The Mimblewimble protocol

In August 2016, someone using the pseudonym ”Tom Elvis Jedusor” (the French name for Voldemort in
Harry Potter) shared a text file on the IRC Channel outlining a cryptocurrency protocol with a distinctive
approach compared to Bitcoin. This article titled ‘Mimblewimble’ [26] addressed some privacy concerns and
explored the capability to compress the transaction history of the chain without compromising the validity
of verification. In October 2016, given that this document left certain questions open, Andrew Poelstra
published a paper to address these concerns [27]. He described, in more detail, the design of a blockchain
based on MW.
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Next, we describe the process of money transfer within the MW protocol.
Let’s consider a scenario where Alice and Bob mutually decide on a money transfer. Alice intends to

send v coins to Bob. They engage in off-chain communication and create the MW transaction, including the
transaction amount v.

Alice Bob

transaction

Then, the transaction should be added to a block which is distributed across the nodes of a computer
network to be added to the blockchain.

In MW, transactions are conducted through Confidential transactions [28, 29]. A transaction allows a
sender (Alice) to encrypt the amount v of bitcoins by using blinding factors. In a confidential transaction,
only the two parties involved possess knowledge of the amount of bitcoins being exchanged. Nevertheless, for
any external observer, validating the transaction’s legitimacy is feasible by comparing the number of inputs
and outputs. If these quantities are equal, the transaction is deemed valid. This process ensures that no
funds have been generated arbitrarily, playing a key role in maintaining the integrity of the system.

In MW transactions, the recipient (Bob) randomly selects a range of blinding factors provided by the
sender, which are then used as proof of ownership by the receiver.

The MW protocol aims at providing the following properties [26, 5]: i) Verification of zero sums without
disclosing the specific amounts involved in a transaction, thereby ensuring confidentiality; ii) Authentication
of transaction outputs without signing the transaction; and iii) Good scalability, while preserving security, by
generating smaller blocks or reducing the size of old blocks, generating a blockchain with a size that doesn’t
increase over time as extensively as, for example, Bitcoin’s. The first two properties rely on Elliptic Curves
Cryptography operations and properties. The third one is a consequence of the first two.

3 Schemes and Protocols

A commitment scheme is a cryptographic primitive that allows a player in a protocol to choose a value and
commit to his choice such that he can no longer change his mind. The value is kept hidden from others with
the ability to reveal the committed value later. In MW transactions, the transaction amounts and blinding
factors are hidden in Pedersen commitments. We say that it is hard (in terms of complexity) for someone
observing the transaction to know the transaction amount or the blinding factor. In addition, since the
transaction amounts are hidden, it should be possible to verify that the values are positive without revealing
any information about them. Range proofs should be provided to guarantee the transactional amount lies in
some range. Moreover, a transaction contains a signature to guarantee it was honestly constructed. Next, we
define the schemes and protocols our model is based on.

3.1 Commitment Scheme

A commitment scheme [30] is a two-phase cryptographic protocol between two parties: a sender and a receiver.
At the end of the commit phase, the sender is committed to a specific value that he cannot change later, and
the receiver should have no information about the committed value. A non-interactive commitment scheme
[31] can be defined as follows:

Definition 1 (Non-interactive Commitment Scheme) A non-interactive commitment scheme
ζ(Setup,Com) consists of two probabilistic polynomial time algorithms, Setup and Com, such that:

• Setup generates public parameters for the scheme depending on the security parameter λ.

• Com is the commitment algorithm: Com : M×R→ C, where M is the message space, R the randomness
space and C the commitment space. For a message m ∈ M, the algorithm draws uniformly at random
r ← R and computes the commitment com ← Com(m, r).

We have simplified the notation, but it is important to remember that Com, M , R, and C depend on the
parameters generated by Setup.

We say the commitment algorithm is a linear function if:

∀m1,m2 ∈ M , r1, r2 ∈ R:
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Com(m1, r1) + Com(m2, r2) = Com(m1 + m2, r1 + r2)

In other words, Com is additive in both parameters.
Transactions in MW are derived from Confidential transactions [28], which are enabled by Pedersen

commitments with homomorphic properties over elliptic curves. We define the non-interactive Pedersen
commitment scheme we will use in our model, based on Definition 1, as follows:

Definition 2 (Pedersen Commitment Scheme with Elliptic Curves) Let M and R be the finite field
Fn and let C be the set of points determined by an elliptic curve C of prime order n. As in Definition 1, the
probabilistic polynomial time algorithms are defined as:

• Setup generates the order n (dependent on the security parameter λ) and two generator points G and H
on the elliptic curve C of prime order n whose discrete logarithms relative to each other are unknown.

• Com(v, r) = r .G + v.H, with v the transactional value and r the blinding factor chosen randomly in Fn.

Each MW transaction contains a list of range proofs of the transactional values. Next, we define the
range proof scheme we will analyze in our model.

3.2 Range Proof Scheme

Range proofs aim at proving that a secret value is in a particular range without revealing the value.
Transactions in MW contain a list of range proofs proving that the transactional values are positive and less
than a specific upper bound to avoid overflow errors. We define a non-interactive zero-knowledge (NIZK)
range proof scheme from a commitment scheme as follows:

Definition 3 (NIZK Range Proof Scheme) Let ζ(Setup,Com) be a Pedersen commitment scheme as
in Definition 2. Let P be the range proof space for the values v ∈ M such that v lies in some range [a, b]. A
non-interactive zero-knowledge range proof scheme η(Prove,Verify) consists of two probabilistic polynomial
time algorithms, Prove and Verify, such that:

• Prove : M×R×C → P, which receives a value v, the random value r and the commitment c = Com(v, r)
and computes the range proof for the value v.

• Verify : C × P → bool, that given a commitment value and a range proof, decides if the value is in the
range.

Notice that the Prove algorithm computes a zero-knowledge proof to the commitment to verify that
the committed value is in a particular range. In other words, the guarantee enables a prover to convince
a verifier that the statement holds without revealing any information about the secret value. In addition,
since the transactional values should be positive, the amount should lie in [0, b] such that b is large enough to
guarantee privacy concerns.

3.3 Schnorr Signature Protocol

The construction of the MW transaction is made off-chain by the parties. For simplicity, we shall work with
a signature protocol between two parties, but this can be generalized to multi-parties.

During the transaction construction, as we will see in Section 4.2, Alice needs to verify Bob’s Schnorr
signature. Schnorr signature protocols can be applied over any group where discrete logarithm is hard, in
our case, over an elliptic curve C. Next, we define the Schnorr signature protocol used by them during the
transaction construction. The message m can be the empty string.

Definition 4 (Schnorr Signature Protocol) Let C be an elliptic curve of prime order n with generator
G. Let hash : {0, 1}∗ → Fn be a cryptographic hash function over the finite field Fn. Alice secretly knows
kA ∈ Fn whose public key is KA = kA.G

Signing
The following steps are followed to create a signature on a message m ∈ {0, 1}∗:

1. Alice chooses nonce nA $← Fn where $← denotes that nA is drawn uniformly at random from Fn.

2. She computes public key NA = nA.G

3. She computes e = hash(NA | KA | m) and sA = nA + e.kA where | denotes concatenation and NA,KA
are represented as a bit string.
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4. The signature σ is defined as follows:

σ = (sA,NA),with public key KA

Validation
A signature σ = (sA,NA) is valid if the following holds:

sA.G = NA + e.KA

Each MW transaction contains a signature σ made by the parties during the transaction construction,
which can be seen as a Schnorr multi-signature.

Next, a Schnorr signature protocol aggregation is defined according to our model.

Definition 5 (Schnorr Signature Protocol Aggregation) Let C be an elliptic curve of prime order n
with generator G. Let hash : {0, 1}∗ → Fn be a cryptographic hash function over the finite field Fn. Alice and
Bob secretly know kA, kB ∈ Fn whose public keys are KA = kA.G and KB = kB.G respectively.

Signing
The following steps are followed to create a multisignature on a message m ∈ {0, 1}∗:

1. Alice and Bob choose nonces nA,nB $← Fn respectively

2. They compute public keys NA = nA.G and NB = nB.G

3. They compute e = hash(NA + NB | KA + KB | m) and respectively compute:

sA = nA + e.kA sB = nB + e.kB

4. The aggregate signature σ is defined as follows:

σ = (sa + sB,NA + NB)

with the aggregate public key KA + KB

Validation
A signature σ = (sa + sB,NA + NB) is valid if the following holds:

(sA + sB).G = NA + NB + e.(KA + KB) (1)

Next, we show that a signature σ honestly constructed will be valid.
If we consider the signing process, we know that:

sA = nA + e.kA and sB = nB + e.kB
By applying algebraic properties on elliptic curves, the left term on the equality 1 can be written as:

(sA + sB).G = (nA + e.kA).G + (nB + e.kB).G =

nA.G + e.kA.G + nB.G + e.kB.G =

nA.G + nB.G + e.(kA.G + kB.G)

So, if we substitute the left term on the equality 1, we have:

nA.G + nB.G + e.(kA.G + kB.G) = NA + NB + e.(KA + KB)

The above equality holds because:

NA = nA.G, KA = kA.G and NB = nB.G, KB = kB.G

(NA,KA) are Alice’s public keys, and (NB,KB) are Bob’s public keys. Since we are working over the
elliptic curve C where the discrete logarithm is hard, the only ones who know the private keys (nA, kA) and
(nB, kB) are Alice and Bob respectively.
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4 Idealized Model

The basic elements of our model are transactions, blocks and chains. Each node in the blockchain maintains
a local state. The main components are the local copy of the chain and the set of transactions waiting to
be validated and added to a new block. Moreover, each node keeps track of unspent transaction outputs
(UTXOs).

Properties such as zero-sum and the absence of double spending in blocks and chains must be proved for
local states. The blockchain global state can be represented as a mapping from nodes to local states. Next,
we define all the elements which compose our idealized model.

4.1 Transactions

Given two fixed generator points G and H on the elliptic curve C of prime order n (whose discrete logarithms
relative to each other are unknown), we define a single transaction as follows:

Definition 6 (Transaction) A single transaction t is a tuple of type:

Transaction def
= {i : I

∗
, o : O

∗
, tk : TxKernel,

tko : KOffset}

with X∗ representing the lists of elements of type X and where:

• i = [c1, ..., cn] and o = [o1, ..., om] are the lists of inputs and outputs. Each input ci and output oi are
points over the curve C and they are the result of computing the Pedersen commitment r .G + v.H with
r the blinding factor and v the transactional value in the finite field Fn.

• tk = {rp, ke, σ} is the transaction kernel where:

– rp = [rp1, ..., rpm] is a list of range proofs of the outputs. The j − th item rpj in rp corresponds to
the j − th item oj in o

– ke is the transaction excess represented by (
∑m

1 r ′ −
∑n

1 r − tko).G
– σ is the kernel Schnorr signature (for simplicity, fees are left aside)

• tko ∈ Fn is the transaction kernel offset.

Inputs are previous transaction outputs. The transaction kernel offset will be used to construct a block to
satisfy security properties.

The ownership of a coin is given by the following definition:

Definition 7 (Ownership) Given a transaction t, we say S owns the output o if S knows the opening (r , v)
for the Pedersen commitment o = r .G + v.H.

The strength of this security definition is directly related to the difficulty of solving the logarithm problem.
If the elliptic curve discrete logarithm problem in C is hard, then given a multiple Q of G, it is computationally
infeasible to find an integer r such that Q = r .G.

It is important to notice that the sender and the receiver do not learn their respective blinding factors
during the construction of the transaction. Instead, they build a Schnorr signature that is used to guarantee
the authenticity of the transaction’s excess value.

We say that a transaction is valid if the following property holds:

Property 1 (Valid Transaction) A transaction t is valid (valid transaction(t)) if t satisfies:

i. The range proofs of all the outputs are valid.

ii. The transaction is balanced.

iii. The kernel signature σ is valid for the excess.

These three properties have a straightforward formalization in our model. The first property we should
guarantee is that all the range proofs of all the outputs are valid.
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Definition 8 (Valid Range Proof Outputs Transaction) Let t = {i, o, tk, tko} be a transaction as in
Definition 6, with transaction kernel tk = {rp, ke, σ} where o = [o1, ..., om] is the list of outputs and
rp = [rp1, ..., rpm] is the list of the range proof outputs. Let η(Prove,Verify) be a NIZK scheme as in
Definition 3 with P the range proof space where rpj ∈ P proves that oj lies in the range [0, 2n] where n is
small enough to not cause overflow errors. We say all the range proof output transactions are valid if: for all
rpj ∈ rp, Verify(oj , rpj) = true.

The list of range proof outputs provides proof that each transactional output is positive without revealing
further information.

The second property is defined as follows:

Definition 9 (Balanced Transaction) A transaction t = {i, o, tk, tko}, with transaction kernel tk =
{rp, ke, σ}, is balanced if the following holds:∑

oj∈o
oj −

∑
cj∈i

cj = ke + tko.G

A balanced transaction guarantees no money is created from thin air.
The kernel signature σ is a Schnorr signature aggregation with the kernel excess ke as the public key.

Note that, for simplicity during the transaction construction, in Definition 5 we consider a Schnorr signature
aggregation between two parties, however, once the transaction is constructed it is not necessary to know the
parties involved.

The third property is defined as follows:

Definition 10 (Valid Signature for the kernel excess) Let t = {i, o, tk, tko} be a transaction as in
Definition 6 with transaction kernel tk = {rp, ke, σ} where:

• rp is a list of range proofs of the outputs.

• ke is the transaction excess.

• σ = (s,N ) is the kernel Schnorr signature aggregation as in Definition 5 on the empty string m.

We say the kernel signature σ is valid with public key ke if the following holds:
s.G = N + e.ke such that e = hash(N | ke)

To illustrate the above definition, we detail the transaction construction between two parties.

4.2 Transaction construction

Suppose Alice wants to send vB coins to Bob. They need to construct a transaction tr , as in Definition 6,
which contains:

• Alice’s Input Ain, such that she knows the opening (rA, vA) with rA the blinding factor.

• Bob’s Output Bout such that he knows the opening (rB, vB) with rB the blinding factor and Alice’s
change Cout such that she knows the opening (rC , vC ) with rC the blinding factor. Let vC be vA − vB.

The following image illustrates the target transaction tr .

tr(Ain ,Bout || Cout , tk(rp, ke, σ), tko)

The symbol || is the list concatenation operator.
To construct the transaction, Alice and Bob will exchange the information using a data structure called

slate.
Step 1

• Alice adds Ain and the amount vB to the slate.

• Alice chooses rC $← Fn (blinding factor) and computes Cout = rC .G + vC .H (Definition 2). Additionally,
she computes the output range proof rpC = Prove(vC , rC ,Cout) (Definition 3) which will be added to
the transaction in the step 3.

8



• Alice chooses the kernel offset tko $← Fn and computes Alice’s kernel excess secret key as:

keA = rC − rA − tko (2)

• Alice adds to the slate: tko and Alice’s kernel excess as KEA = keA.G

• Alice chooses nonce nA $← Fn and adds the nonce public key NA = nA.G to the slate.

• Alice sends the slate to Bob.

slate(Ain , vB, tko,KEA,NA)

Step 2

• Bob chooses rB $← Fn (blinding factor) and computes Bout = rB.G + vB.H Additionally, he computes
the output range proof rpB = Prove(vB, rB,Bout). He adds Bout to the slate.

• Bob computes Bob’s kernel excess as:
KEB = rB.G (3)

and adds it to the slate.

• Bob chooses nonce nB $← Fn and adds the nonce public key NB = nB.G to the slate.

• Bob calculates the receiver Schnorr signature on the empty string as σB = (sB,NB) where:
sB = nB + e.rB such that e = hash(NA + NB | KEA + KEB)

• Bob adds σB = (sB,NB) to the slate.

• Bob sends the slate to Alice.

slate(Bout , rpB,KEB,NB, σB)

Step 3

• Alice verifies Bob’s signature σB = (sB,NB) as in Definition 4:
sB.G = NB + e.KEB such that e = hash(NA + NB | KEA + KEB)

• Alice computes the sender Schnorr signature on the empty string as σA = (sA,NA) where:
sA = nA + e.keA such that e = hash(NA + NB | KEA + KEB)

• Alice sets the kernel excess ke := KEA + KEB.

• Alice sets the kernel signature σ := (sA + sB,NA + NB).

Finally, Alice and Bob have computed all the remaining fields of the transaction:

tr(Ain ,Bout || Cout , tk(rp, ke, σ), tko)

where: rp := [rpA, rpB]; ke := KEA + KEB; and σ := (sA + sB,NA + NB).
It is important to notice that the kernel excess ke is the same as in Definition 6 represented by (

∑m
1 r ′ −∑n

1 r − tko).G as shown by the following equations:

- by Equation 2, KEA = keA.G = (rC − rA − tko).G

- by Equation 3, KEB = rB.G
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Then, ke = KEA + KEB = (rC − rA − tko).G + rB.G = (rC + rB − rA − tko).G, which is the sum of the
output blinding factors minus the input blinding factor minus the transaction kernel offset.

In addition, we can highlight that during the transaction construction:

• Alice does not learn Bob’s blinding factor rB.

• Bob does not learn Alice’s blinding factor rC .

• Bob does not learn Alice’s change amount vA − vB.

4.3 Aggregate Transactions

A single transaction can be seen as the sending of money between multiple parties. An aggregate transaction
represents many transactions.

Definition 11 (Aggregate Transaction) An aggregate transaction tx is a tuple of type:

TransacAgg def
= {i : I

∗
, o : O

∗
, tks : TxKernel

∗
,

tko : KOffset}

A single transaction is a particular case where the transaction kernel list contains a single element.
We say that an aggregate transaction is valid if the following property holds:

Property 2 (Valid Aggregate Transaction) Let tx = {i, o, tks, ko} be an aggregate transaction with
tks = [tk1, ..., tkt ] the list of transaction kernels where the j-th item in tks is of the form tkj = {rpj , kej , σj}.
Then tx is valid if the following are satisfied:

i. all the range proofs rpj are valid.

ii. the transaction is balanced.

iii. all the kernel signatures σj are valid for the excess kej.

A balanced aggregate transaction is defined as follows:

Definition 12 (Balanced Aggregate Transaction) Let tx = {i, o, tks, ko} be an aggregate transaction
with tks = [tk1, ..., tkt ] the list of transaction kernels where the j-th item in tks is of the form tkj = {rpj , kej , σj}.
We say tx is balanced if the following holds:∑

oj∈o
oj −

∑
cj∈i

cj = ko.G +
∑

kej∈tks
kej

Transactions can be merged non-interactively to construct an aggregate transaction. This process can be
applied recursively to add more transactions into one aggregate transaction. The CoinJoin mechanism [32]
makes it possible. It combines all inputs and outputs from separate transactions to form a single transaction,
and the signatures can be composed by the parties. A Transaction Join can be understood as a simple way
to perform CoinJoin with no composite signatures.

Definition 13 (Transaction Join) Given a valid transaction t0 and an aggregate transaction tx:

t0 = {i0, o0, tk0, tko0} and tx = {i, o, tks, tko}

a new aggregate transaction can be constructed as:

tx = {i0 || i, o0 || o, tk0 || tks, tko0 + tko}

The validity of the transactional parties guarantees the validity of an aggregate transaction during the
construction process.

Lemma 1 (Invariant: CoinJoin Validity) Let t0 be a valid transaction and tx be a valid aggregate
transaction. Let tx ′ be the result of aggregating t0 into tx as in Definition 13. Then, tx ′ is valid.
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Proof.

Let t0 = {i0, o0, tk0, tko0} be a transaction with tk0 = {rp0, ke0, σ0}. Let tx = {i, o, tks, tko} be an aggregate
transaction with tks = [tk1, ..., tkt ], the list of transaction kernels where each tki is tki = {rpi , kei , σi}.

Applying Definition 13, we have that the resulting tx ′ is of the form:

tx ′ = {i ′, o′, tks′, ko′}

with i ′ = i0 || i, o′ = o0 || o, tks′ = (tk0, tk1, ..., tkt),

ko′ = tko0 + ko

According to Property 2, we need to show that:
i) the range proofs of all the transaction outputs are valid.

It means that, according to Definition 8, it is necessary to prove that:
for all rpj ∈ rp, Verify(oj , rpj) = true where rp = [rp0, rp1, ..., rpt ]
Since, t0 and tx are valid transactions, in particular it holds that the range proofs of all the transaction

outputs are valid:

• transaction t0: Verify(o0, rp0) = true

• transaction tx: for all rpj ∈ rp, Verify(oj , rpj) = true where rp = [rp1, rp1, ..., rpt ]

ii) the transaction tx ′ is balanced.
According to Definition 12, we need to prove the following equality holds for the aggregate transaction tx ′:∑

oj∈o′

oj −
∑
cj∈i′

cj = ko′.G +
∑

kej∈tks′
kej

Each term can be written as follows:

(
∑

oj∈o0

oj +
∑
oj∈o

oj)− (
∑
cj∈i0

cj +
∑
cj∈i

cj) =

(tko0 + ko).G + ke0 +
∑

kej∈tks
kej

Rearranging the equality and using algebraic properties on elliptic curves, we have:

(
∑

oj∈o0

oj −
∑
cj∈i0

cj) + (
∑
oj∈o

oj −
∑
cj∈i

cj) =

(ke0 + tko0.G) + (ko.G +
∑

kej∈tks
kej)

(4)

Now, we apply the hypothesis concerning the validity of t0 and tx . In particular, applying Definition 9 for
t0 and Definition 12 for tx, we have the following equalities are true:∑

oj∈o0

oj −
∑
cj∈i0

cj = ke0 + tko0.G (5)

and ∑
oj∈o

oj −
∑
cj∈i

cj = ko.G +
∑

kej∈tks
kej (6)

Now, if we substitute the left part of Equation 4 with the right parts of Equation 5 and Equation 6, we
have:

(ke0 + tko0.G) + (ko.G +
∑

kej∈tks
kej) =

(ke0 + tko0.G) + (ko.G +
∑

kej∈tks
kej)

iii) all the kernel signatures are valid for the excess.
The list of transaction kernels of tx ′ is tks = [tk0, tk1, ..., tkt ] where each tki is tki = {rpi , kei , σi}.
We need to prove that, for each i ∈ {0, .., t}, σi is valid for the excess kei which holds trivially:
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• since t0 is a valid transaction, according to Property 1, σ0 is valid for the excess ke0 .

• since tx is a valid aggregate transaction, according to Property 2, for each i ∈ {1, .., t}, σi is valid for
the excess kei .

□
Although in our model aggregate transactions and blocks are essentially the same, we are interested in

distinguishing them. That is because the unconfirmed transaction pool will contain aggregate transactions
and the chain will contain blocks. Since our idealized model is being built in an incremental iterative way,
this distinction allows us to identify and add components in a separate way. For instance, we could add and
analyze block headers to state validity conditions over the chain. On the other hand, aspects of different
security properties will be analyzed on aggregate transactions and blocks.

4.4 Unconfirmed Transaction Pool

The unconfirmed transaction pool (mempool) contains the transactions which have not been confirmed in a
block yet.

Definition 14 (Mempool) A mempool mp is a list of type:
Mempool def

= AggregateTransaction∗

4.5 Blocks and chain

The genesis block Gen is a particular block since it is the first block ever recorded in the chain. Transactions
can be merged into a block. A block is a significant transaction with aggregated inputs, outputs, and
transaction kernels.

Definition 15 (Block) A Block b is either the genesis block Gen, or a tuple of type:

Block def
= {i : I

∗
, o : O

∗
, tks : TxKernel

∗
, ko : KOffset}

where:

• i = [c1, ..., cn] and o = [o1, ..., om] are the lists of inputs and outputs of the transactions.

• tks = [tk1, ..., tkt ] is the list of t transaction kernels.

• ko ∈ Fn is the block kernel offset which covers all the transactions of the block.

We can say a block is balanced if each aggregated transaction is balanced.

Definition 16 (Balanced Block) Let b = {i, o, tks, ko} be a block with tks = [tk1, ..., tkt ] the list of trans-
action kernels where the j-th item in tks is of the form tkj = {rpj , kej , σj}. We say the block b is balanced if
the following holds: ∑

oj∈o
oj −

∑
cj∈i

cj = ko.G +
∑

kej∈tks
kej

We assume the genesis block Gen is valid. We define the notion of block validity as follows:

Property 3 (Valid Block) A block b is valid if b is the genesis block Gen or it satisfies:

i. The block is balanced.

ii. For every transaction kernel, the range proofs of all the outputs are valid, and the kernel signature σ is
valid for the transaction excess.

Blocks can be constructed by aggregating transactions (analogous to Definition 13). We have proved that
block aggregation preserves the validity of blocks, i.e., block validity is invariant concerning block aggregation.
The proof is analogous to Lemma 1 [24].

In our model, a chain is defined as a list of blocks.

Definition 17 (Chain) A chain is a non-empty list of blocks:

Chain
def
= Block

∗

For a chain c and a valid block b, we can define a predicate validate(c, b) representing the fact that is
correct to add b to c. This relation must verify, for example, that all the inputs in b are present as outputs in
c; in other words, they are UTXOs.
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5 Properties

Since we deal with virtual money, we should guarantee privacy and security properties on our idealized model.
In particular, the property of ownership ensures that only the coins’ owner can spend them. Furthermore, we
should prevent an attacker from spending a coin more than once and creating virtual money from thin air.
Next, we detail some relevant properties that can be verified in our model.

5.1 Protocol Properties

The property of no coin inflation or zero-sum guarantees that no new funds are produced from thin air in a
valid transaction. The property can be stated as follows.

Lemma 2 (No Coin Inflation) Let t = {i, o, tk, tko} be a valid transaction with transaction kernel tk =
{rp, ke, σ}. Then, the transaction excess only contains the blinding factor and the kernel offset.

Proof.

We know the transaction t is valid, in particular, the transaction is balanced. Applying Definition 9, we know
that: ∑

oj∈o
oj −

∑
cj∈i

cj = ke + tko.G

Using Definition 6, we start to unfold the terms in the equality:
m∑
1

r ′.G + v′.H −
n∑
1

r .G + v.H =

(

m∑
1

r ′ −
n∑
1

r − tko).G + tko.G

Applying algebraic properties on elliptic curves, we have:
m∑
1

v′.H −
n∑
1

v.H = (

m∑
1

r ′.G −
n∑
1

r .G)

−(
m∑
1

r ′.G −
n∑
1

r .G)− tko.G + tko.G = 0

Therefore,
(v′1 + ...+ v′m).H − (v1 + ...+ vn).H =

(v′1 + ...+ v′m − v1 − ...− vn).H = 0.H = 0

It means that all the inputs and outputs add to zero. In other words, they summed to the commitment to
the kernel offset plus the commitment to the excess blinding factor. □

Thus, we have proved that no coins are being created or destroyed in the transaction. In addition, we
have seen that a valid transaction guarantees that all the range proof outputs are valid, which means that
every transactional output is positive.

The cut-through process is an essential feature of MW. This process aims to erase redundant outputs
that are used as inputs within the same block. Let C be a list of coins that appear as an output in the block
b. If the same coins appear as an input within the block, then C can be removed from the list of inputs and
outputs after applying the cut-through process. The only remaining data are the block headers, transaction
kernels and UTXOs. After applying cut-through to a valid block b, ensuring that the resulting block b′ is
still valid is essential. We can say that the validity of a block should be invariant concerning the cut-through
process.

Lemma 3 (Invariant: Cut-through Block Validity) Let b = {i, o, tks, ko} be a block with i and o the
list of inputs and outputs, tks = [tk1, ..., tkt ] the list of transaction kernels and ko the block kernel offset. Let
b′ = {i ′, o′, tks, ko} be the resulting block after applying the cut-through process to b where:

• i ′ = i \ (i ∩ o)

• o′ = o \ (i ∩ o)

Hence, if b is a valid block, then b′ is valid too.
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Proof.

Let b = {i, o, tks, ko} be a block with tks = [tk1, ..., tkt ] the list of transaction kernels where the j-th item in
tks is of the form tkj = {rpj , kej , σj}.

Let r be r = i ∩ o = {r0, r1, ..., rn} where we assume r ̸= ∅ because otherwise the lemma holds trivially
as b′ = b.

Let b′ = {i ′, o′, tks, ko} be a block with tks = [tk1, ..., tkt ], the list of transaction kernels, i ′ = i \ r and
o′ = o \ r .

We need to prove that b′ is valid. According to Property 3, we need to show that:
i) The block b′ is balanced.

According to Definition 16, we need to prove:∑
oj∈o′

oj −
∑
cj∈i′

cj = ko.G +
∑

kej∈tks
kej

By hypothesis, we know that b is a valid block. Applying Property 3, we know that b is balanced.
According to Definition 16, the following equality holds for block b:∑

oj∈o
oj −

∑
cj∈i

cj = ko.G +
∑

kej∈tks
kej

Applying the definition of r , we can rewrite the above equality as follows:

(
∑

oj∈o\r

oj +
∑
oj∈r

oj)− (
∑

cj∈i\r

cj +
∑
cj∈r

cj) = ko.G +
∑

kej∈tks
kej

Rearranging the equality, we have:

(
∑

oj∈o\r

oj −
∑

cj∈i\r

cj) + (
∑
oj∈r

oj −
∑
cj∈r

cj) = ko.G +
∑

kej∈tks
kej

Now, we can observe that we are subtracting the sum of all the elements belonging to the same set r .
Thus, the term is equal to zero.

Then, if we remove the term, we have:∑
oj∈o\r

oj −
∑

cj∈i\r

cj = ko.G +
∑

kej∈tks
kej

By hypothesis, we know that i ′ = i \ r and o′ = o \ r ; therefore we can rewrite the above equality as:∑
oj∈o′

oj −
∑
cj∈i′

cj = ko.G +
∑

kej∈tks
kej

ii) For every transaction kernel, the range proofs of all the outputs are valid, and the kernel signature σ is
valid for the transaction excess.

Since the range proofs of the remaining outputs are the same, they remain valid.
According to definition 10, a valid signature for the kernel excess is defined in terms of the list of range

proofs of the outputs rp, transaction excess ke, and the kernel signature σ. Notice that these three elements
remain unchanged during the cut-through process. Since b is a valid block, it holds trivially. □

5.2 Privacy and Security Properties

In blockchain systems, the notion of privacy is crucial: sensitive data should not be revealed over the network.
In particular, it is desirable to ensure properties such as confidentiality, anonymity, and unlinkability of
transactions. Confidentiality refers to the property of preventing other participants from knowing certain
information about the transaction, such as the amounts and addresses of the owners. Anonymity refers
to hiding the real identity of the parties involved in a transaction. In contrast, unlinkability refers to the
inability to link different transactions of the same user within the blockchain.

In the case of MW, no addresses or public keys are used; there are only encrypted inputs and outputs.
Privacy concerns rely on confidential transactions, cut-through, and CoinJoin. As we have seen, CoinJoin
combines inputs and outputs from different transactions into a single aggregated transaction, and cut-through
removes outputs and inputs spent within the same block. We have shown in Lemma 1 and Lemma 3 that the
validity of transaction and block is guaranteed after applying both processes.
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Game GBinding
def
=

(G, H ,n)← SetUp(1λ)
(v1, r1), (v2, r2)← ABinding(G,H , n);
return Com(v1, r1) = Com(v2, r2) ∧ v1 ̸= v2

Figure 1: Game Binding Commitment

The security problem of double-spending refers to spending a coin more than once. All the nodes keep
track of the UTXO set, so the node checks that the inputs come from it before confirming a block to the
chain. If we refer to our model, that validation is performed in the predicate validate mentioned in Section
4.5.

5.2.1 Security properties of Pedersen commitments

In MW transactions, input and output amounts are hidden in Pedersen commitments (Definition 1).
We state that the Pedersen commitment is expected to satisfy hiding and binding properties. The former

implies that the transaction amount of coins remains private for the rest of the network over time. The latter
means that senders cannot change their commitments to a different transaction amount. If that were possible,
it would mean that an adversary could spend coins that have already been committed to a UTXO, which
would allow the creation of coins out of thin air.

There are two possible specifications for these properties. Computational hiding or binding is when all
adversaries, running in polynomial time, can break the security property with negligible probability. This
asymptotic security is parameterized by a security parameter λ and adversaries run in polynomial time in λ
and their other inputs. On the other hand, we talk about perfectly hiding or binding, when even with infinite
computing power it would be not possible to break the security property.

Notice that a commitment scheme cannot be perfectly hiding and binding at the same time. So, for
cryptocurrencies systems is better to provide stronger security in order to guarantee the hiding property.
In other words, we prefer a commitment scheme with computational binding and perfectly hiding. We can
understand this by first assuming adversaries break the binding property. It means that they could create
money from thin air from a certain point in time but this would not affect the blockchain history. On the
other hand, if the adversary breaks the hiding property, history could be inspected and all the transactions
revealed which breaks one of the main principles of a privacy-oriented cryptocurrency.

Pedersen commitments are computational binding

This property relies on the discrete logarithm assumption. In provable security, security is proved to hold
against any probabilistic time adversary by showing an efficient way to break the cryptography protocol
implies a way to break the underlying mathematical problem which is supposed to be hard (security reduction).
The adversary is modeled as a procedure.

Definition 18 (Computational Binding Commitment) Let ζ(Setup,Com) be a Pedersen commitment
scheme as in Definition 2. Let ABinding be a polynomial probabilistic time adversary against the binding
property running in the context of the game GBinding as in Figure 1. We say that the Pedersen commitment
scheme ζ is computational binding if the success probability of ABinding winning game GBinding is negligible.

In game GBinding, the scheme is first set up by choosing two generator points, G and H , over the elliptic curve
C of prime order n. All these parameters are public. Secondly, the adversary ABinding performs the attack
attempting to find out two different transactional values v1 and v2 that commit to the same commitment.
Once the adversary finishes the attack, two pair of different opening values are returned. The adversary
succeeds if both pairs commit to the same value and v1 ̸= v2.

As we mentioned before, the computational binding property is based on a security reduction. In terms of
Pedersen commitment, it means that if the adversary ABinding could perform the attack in the context of
game GBinding and could win with non-negligible probability, an adversary EDlog attacking a game against the
discrete logarithm problem on the group C could use ABinding to win the game with non-negligible probability.

Recall that MW uses Pedersen commitment with elliptic curves (Definition 2). The discrete logarithm
problem on this context means: given a point y over the elliptic curve C with generator G, it is hard to find
x such that y = x.G. In this case, its security is shown against the discrete logarithm relation assumption
which is as hard as breaking the discrete logarithm problem. It means that an adversary cannot find a
non-trivial discrete logarithm relation between generators of a group independently chosen. In our case,
finding a non-trivial discrete logarithm relation between G and H over the elliptic curve C.
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Game GDlog
def
=

(G, H , n)← SetUp(1λ)
y ← EDlog(G, H , n)
if y = failure then

return failure
else

return H = y.G

EDlog(G, H , n)
def
=

(v1, r1), (v2, r2)←
(ABinding(G, H ,n))

if Com(v1, r1) =
Com(v2, r2)
∧ v1 ̸= v2

then
return

r2 − r1
v2 − v1

else
return failure

Figure 2: Game Extractor DLog

The following lemma captures the semantics of that security reduction.

Lemma 4 (Computational Binding) Let ζ(Setup,Com) be a Pedersen commitment scheme as in Defini-
tion 2. Let ABinding be an adversary against the computational binding commitment (Definition 18) in the
commitment scheme ζ.

Let us assume that ABinding succeeds in finding two distinct pair of opening values that commit to the same
commitment with ϵ probability. Therefore, there exists an extractor EDlog which can find out a non-trivial
discrete logarithm relation between the generators G and H, independently chosen, on the elliptic curve C
with ϵ′ probability using the adversary ABinding.

Hence, if ϵ is non-negligible, ϵ′ is non-negligible too.

Proof.

The goal of the proof is to show how to transform the efficient adversary ABinding that is able to break the
computational binding commitment into an algorithm that efficiently solves the discrete logarithm assumption.
The extractor EDlog will provide a simulation context in which the adversary ABinding will perform its attack.
The attack of the extractor EDlog will be successful if ABinding is successful and the simulation does not fail.

According to game GBinding, when the adversary A succeeds we have two identical commitments
Com(v1, r1) = Com(v2, r2) and v1 ̸= v2 such that (Definition 2):

r1.G + v1.H = r2.G + v2.H

So we can compute:
H =

r1 − r2
v2 − v1

.G

which means that we have computed the discrete logarithm of H with respect to G.
Figure 2 shows the game GDlog which captures the semantic of the reduction. The failure event captures

when the adversary ABinding fails and therefore, the adversary EDlog fails too.
The probability of success of EDlog is equal to the probability of success of ABinding. □

Pedersen commitments are perfectly hiding

Basically, it is because, given a commitment Com(v, r) = r .G + v.H , there are many combinations of (v′, r ′)
that satisfies Com(v, r) = r ′.G + v′.H . Despite the adversary have infinite computing power and could
attempt all possible values, there would be no way to know which opening values (v′, r ′) were the original
ones. Furthermore, r is a random value of the finite field Fn so r .G + v.H is a random element of C.

Definition 19 (Perfectly Hiding Commitment) Let ζ(Setup,Com) be a Pedersen commitment scheme
as in Definition 2. Let AHiding be a computationally unbounded adversary against the hiding property running
in the context of the game GHiding as in Figure 3. We say that the Pedersen commitment scheme ζ is perfectly
binding if the success probability of AHiding winning game GHiding holds:

Pr(b = b′) = 1

2

In the game described in Figure 3, first the game is set up and then the adversary chooses two distinct
transactional values v0 and v1. Then, one of these values is randomly chosen as vb, as well as with the
blinding factor r . The commitment of (vb, r) is computed and the adversary AHiding performs the attack
attempting to find out which one of the values was committed.
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Game GHiding
def
=

(G, H , n)← SetUp(1λ)
(v0, v1)← AHiding(G, H ,n)

b $← {0, 1}
r $← Fn
com = Com(vb, r)
b′ ← AHiding(com, G, H , n)
return b = b′

Figure 3: Game Hiding Commitment

5.3 Switch commitments

As already mentioned, if an attacker succeeds in breaking the computational binding property of a commitment
then money can be created from thin air. Switch commitments [33] were introduced to enable the transition
from computational bindingness to statistical bindingness, specially to the commitments stored in the
blockchain. The notion of statistical security implies that a computationally unbounded adversary cannot
violate the property except with negligible probability.

If in a certain moment we believe that the bindingness of the commitment scheme gets broken, we could
make a soft fork on the chain and switch existing commitments to this new validation scheme which is
backwards compatible.

Below, we show the changes that are needed for our model to also encompass Switch commitments. In
Pedersen commitment definition (Definition 2) we add a third point generator J of the elliptic curve C whose
discrete logarithm relative to G and H is unknown. We define the new commitment algorithm as follows:

Com(v, r) = r ′.G + v.H ,with v the transactional value and

r ′ = r + hash(v.H + r .G, r .J ),

where r is the blinding factor randomly chosen in the finite field Fn and J is the third point generator.
Note that r is still randomly distributed and the hash value of ElGamal commitment is computed which

is the combination of ElGamal encryption [34] and a commitment scheme.

5.3.1 Security properties of range proofs

The goal of zero-knowledge proofs is to prove that a statement is true without revealing any information
beyond the verification of the statement. In MW, we need to ensure that the amount is positive in every
transaction so that users cannot create coins. Here, the hard part is to prove that without revealing the
amount. In our model, the output amounts are hidden in the form of a Pedersen commitment and the
transaction contains a list of range proofs of the outputs to prove that the amount is positive. This verification
is performed as the first step of the validation of the transaction (Property 1).

We state that the range proof scheme (Definition 3) is expected to satisfy the properties of completeness,
soundness, and zero-knowledge. Completeness states that if the statement holds for a witness v, the argument
provided by the prover can convince the verifier. Soundness says that if the statement does not hold for
a witness v, the prover cannot convince the verifier about the statement. Zero-knowledge states that the
argument does not leak any information about the witness, except whether the statement is true or false.

In our model, a range proof scheme is expected to have perfect completeness and computational soundness
with negligible error ϵS . We define these properties as follows:

Definition 20 (Perfect Completeness NIZK Scheme) Let ζ(Setup,Com) be a Pedersen commitment
as in Definition 2 where c = Com(v, r) is the commitment to the transactional value v and the blinding
factor r. Let η(Prove,Verify) be a NIZK scheme as in Definition 3. We say η(Prove,Verify) has perfect
completeness if for every v in the range [a, b], exists a range proof rp such that rp = Prove(v, r , c) and
Verify(c, rp) = true.

Definition 21 (Computational Soundness NIZK Scheme) Let ζ(Setup,Com) be a Pedersen commit-
ment as in Definition 2 where c = Com(v, r) is the commitment to the transactional value v and the
blinding factor r. Let η(Prove,Verify) be a NIZK scheme as in Definition 3. We say η(Prove,Verify) has
ϵS − soundness if for every v ̸∈ [a, b] and rp = Prove(v, r , c), it holds that Pr(Verify(c, rp) = true) ≤ ϵS .

Recall that, the Prove algorithm computes a non-interactive zero-knowledge proof to the commitment in
order to verify that the committed value is in certain range. We need to ensure that the proof does not leak
any information about the secret value, other than the fact it lies in a certain range.
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Game GZKw
def
=

(G,H , n)← SetUp(1λ)
(v0, v1)← AZKw(G, H ,n)

b $← {0, 1}
r0 $← Fn
r1 $← Fn
com0 = Com(v0, r0)
com1 = Com(v1, r1)
rp = Prove(vb, rb, comb)
b′ ← AZKw(rp, com0, com1, G,H , n)
return b = b′

Figure 4: Game Zero-knowledge range proof

Definition 22 (Perfect ZK Range Proof) Let ζ(Setup,Com) be a Pedersen commitment as in Definition
2, where c = Com(v, r) is the commitment to the transactional value v and the blinding factor r. Let
η(Prove,Verify) be a NIZK scheme as in Definition 3 where rp is a range proof such that rp = Prove(v, r , c).
Let AZKw be a computationally unbounded adversary running in the context of the game GZKw as in Figure
4. We say that the range proof rp is perfect zero-knowledge if the success probability of AZKw winning game
GZKw is Pr(b = b′) = 0.5. In other words, the adversary cannot learn anything about the opening value v
from rp.

In Figure 4, first the game is set up and then the adversary chooses two distinct transactional values v0
and v1. Then, one of these values is randomly chosen as vb, as well as with the blinding factors r0 and r1.
Both commitments of (v0, r0) and (v1, r1) are computed. Then, a zero-knowledge proof rp is generated for
the value vb. Finally, the adversary AZKw performs the attack attempting to find out which value {v0, v1}
corresponds to the range proof rp; in other words, for which value holds Verify(comb, rp) = true.

Bulletproofs [31] is a non-interactive zero-knowledge proof protocol. A bulletproof is a short proof
(logarithmic in the witness size) with the aim of proving that the committed value is in a certain range without
reveling it. Proof generation and verification times are linear in the length of the range. Moreover, aggregation
of range proofs is supported which enables the parties to generate a single proof, without revealing their
inputs to each other. They do not require a trusted setup and are non-interactive applying the Fiat-Shamir
heuristic [35] [36] which replaces the verifier’s random challenge by a hash. MW uses Bulletproofs, which
helps to maintain its size more compact than other Bitcoin blockchains as it uses a compact version of the
inner product argument (rp in Definition 3). Bulletproofs are computational soundness and rely on the
discrete logarithm assumption. In this case, its security is shown against the discrete logarithm relation
assumption which means that an adversary cannot find a non-trivial discrete logarithm relation between
generators of a group independently chosen. In our model, it means to be proved over the elliptic curve C
and it could be finding a non-trivial discrete logarithm relation between G and H (Definition 6). Solving this
is as hard as breaking the discrete logarithm problem. We could say that the discrete logarithm relation
problem can be reduced to the computational soundness security property. In [25] we have stated a lemma
that captures that semantic of the computational soundness property.

So far we have analyzed that Pedersen commitments are computational binding and perfectly hiding. On
the other hand, Bulletproofs are perfect zero-knowledge and computational soundness.

Let us suppose we have a commitment c such that c = Com(r , v) = r .G + v.H and the Prover computes
the range proof rp for the value v as in the range proof scheme Definition 3. Now, we need to pass c and rp
to the Verifier in order to verify whether rp the argument is valid. Since we know the property of perfect
completeness holds, the Verifier will accept rp. In other words, an honest Prover succeed in convincing the
Verifier . Moreover, since the commitment is perfectly hiding we have not revealed any information about the
commitment by passing it to the Verifier .

5.4 Unlinkability and Untraceability

In our model, each node has a pool of unconfirmed transactions in the mempool. These transactions are
waiting for the miners to be included in a block. We can distinguish two security properties of the transactions.
Untraceability refers to the transactions in the mempool and unlinkability to the transactions in the block.
In our model, these two notions are formalized as follows. The Transaction Untraceability property states
that for every transaction in the mempool, it is impossible to relate the transaction to the IP address of
the node that originated it. The Transaction Unlinkability property states that given a valid block b, it is
computationally infeasible to know which input cancels which output. Both properties are defined in [24]. In
particular, for the unlinkability property, we have proved the following lemma. Moreover, the operations
cut-through and CoinJoin, which were described above, also contribute to this property.
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Lemma 5 (Transaction Unlinkability) For any valid block b and for any polynomial probabilistic time
adversary A, the probability of A in finding a balanced transaction within b is negligible.

Proof.

Let b = {i, o, tks, ko} be a valid block with tks = (tk1, ..., tkt) the list of transaction kernels. The j-th item in
tks is of the form tkj = {rpj , kej , σj}.

The goal of the adversary A is to find a tuple of the form {i ′, o′, ke′} where the list of inputs i ′ is a subset
of i and the list of outputs o′ is a subset of o, satisfying Definition 9 of a balanced transaction. It means
that, the following equality must be true for the tuple:∑

oj∈o′

oj −
∑
cj∈i′

cj = ke′ + tko′.G

where ke′ is the transaction excess and tko′ the transaction kernel offset.
If we refer to the construction process the transaction kernel offsets were added to generate a single

aggregate offset ko to cover all transactions in the block. It means that we do not store the individual kernel
offset tko′ of the transaction in b once the transaction is aggregated to the block.

The challenge is trying to solve the adversary A could be seen as the subset sum problem (NP-complete)
but, in this case, tko′ is unrecoverable. So, although many transactions have few inputs and outputs, it is
computationally infeasible, without knowing that value, to find the tuple. □

Regarding the untraceability property, we should refer mainly, to the broadcast of the transactions. Once
the transactions are created, they are broadcasted to the network and they are included in the mempool.
Each node could track the IP address from the node which received the transaction. At that point nodes
could record the transactions, allowing them to build a transaction graph.

We define that the broadcast of a transaction should be performed with confusion as a way to obscure
the IP address node.

Definition 23 (Broadcast with confusion) Let’s say node A sends a transaction to node B. We say B
receives the transaction with confusion if given the IP address of node A, the node B does not know if the
transaction was originated by the node A or not.

In other words, it can be said that if some malicious nodes, working together, construct a graph of the
pairs (transaction, IP address node), the IP address node will not convey information about what node
originated the transaction. Therefore, in our model, we require this property to hold before the broadcast
takes place. In order to achieve this, we can establish that the node broadcasting the transaction should be
far enough from the one which originated it. Moreover, CoinJoin could be performed before the broadcast.

Dandelion, proposed by Bojja et al. [37], is a protocol for transaction broadcasting intended to resist that
deanonymization attack. Dandelion is not part of the MW protocol, however this kind of protocols should be
implemented by each node to lower the risk of creating the transaction graph. In Dandelion, broadcasting is
performed in two phases: the stem phase and the fluff phase. In the stem phase the transaction is broadcasted
randomly to one node, which then randomly sends it to another, and so on. This process finishes when the
fluff phase is reached, and the transaction is broadcasted to the network using a gossip protocol. In [24] we
have defined the routines which capture the semantic of the phases.

6 Implementations

Because of the its robust security, privacy and scalability, there are several implementations of Mimblewimble.
In 2019, the first two practical implementations were launched: Grin and Beam. Although, there are some
design and technical differences in both projects, they implement and extend the core of the MW protocol.
Next, we first describe the main features of their design and compare them with our model. Then, we mention
some features that set apart Grin from Beam. On the other hand, a privacy enhancing approach can be
deployed as an upgrade to existing blockchains such as Litecoin. Litecoin, created in October 2011, is one of
the earliest alternative coins after Bitcoin. In November 2019, in order to achive higher privacy, the Litecoin
network made a soft-fork based on Mimblewimble features. Finally, we describe the Litecoin soft-fork main
features and compare them with our model.

6.1 Grin

Grin [5] is an open source software project with a simple approach to MW. As we will see below, its design is
a straightforward interpretation of our model.
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Figure 5: Grin Switch commitment source code [39]

Blocks and Transactions

Grin transactions are based on confidential transactions. In [24] we have described how each transaction
contains a list of inputs and outputs. Each input and output is in the form of a Pedersen commitment. For
instance, in the input structure there is a field that stores the commitment pointing to the output being
spent.

In addition, the transaction structure has a list of transaction kernels (of type TxKernel) with the
transaction excess and the kernel signature. All this data has a straightforward relation to our definition of
transaction (Definition 6).

Moreover, a Grin transaction also includes the block number at which the transaction becomes valid.
We have not added this data to the transaction structure yet and we also should include it in the signature
process. In Grin, not only the transaction fee is signed, the signing process also takes into account the
absolute position of the blocks in the chain. In this way, if a kernel block points to a height greater than the
current one, it is rejected. If the relative position points to a specific kernel commitment, Grin has the same
behavior.

Grin Blocks also stores a kernel offset which is the sum of all the transaction kernel offsets added to the
block. In our model, the kernel offset is defined within a block and the notion of adding a transaction into a
block is formalized on the block aggregation.

Privacy and Security Properties

The cut-through process, as explained in Section 5.1, provides scalability and further anonymity. Grin
performs this process in the transaction pool, which we formalized as mempool (Definition 14). Outputs
which have already been spent as new inputs are removed from the mempool, using the fact that every
transaction in a block should sum to zero.

CoinJoin, as we have mentioned, combines inputs and outputs from multiple transactions into a single
transaction in order to obfuscate them. In Grin, every block is a CoinJoin of all other transactions in the
block.

As highlighted in Section 5.2, Switch commitments offer perfect hiddenness and statistical bindingness.
Grin incorporates a switch commitment, as described in [38], within a transaction output to enhance

security beyond computational bindingness (Definition 18). Pedersen commitments are employed in the
Confidential Transaction, where the blinding factor r ′ is not solely chosen randomly but is calculated by
adding the hash of an ElGamal commitment to another random factor r as we have defined in Section
5.3. The operation that implements it can be seen in Figure 5 and it is crucial in defense against quantum
adversaries.

6.2 Beam

Beam [40] was the other Mimblewimble project launched on January 2019. This open source system has a
founding model and a dedicated development team.
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Figure 6: Grin Dandelion configuration file [42]

Blocks and Transactions

Beam transactions are confidential transactions implemented by the Pedersen commitment scheme. This
follows the same approach as our model.

In Section 4 we have described how each node maintains a local state. The state keeps track of the UTXO
set. Beam extends the behavior of that set, supporting the incubation period on a UTXO. This means that
Beam sets the minimum number of blocks created after the UTXO entered the blockchain, before it can
be spent in a transaction. This number is included in the transaction signature. Beam’s output stores the
number of blocks corresponding to the incubation period [24]. If we relate this functionality to our model, we
should check that every output with certain incubation period on a block was ‘lawfully’ spent for the entire
blockchain (global state). In other words, if we have an output transaction o with an incubation period d on
a confirmed block b over the chain and a later confirmed block b′ containing o as an input, then b′ should be,
at least, d blocks away from b on the blockchain.

Privacy and Security Properties

Beam supports cut-through as we described above. In addition, Beam adds a scalable feature to eliminate all
intermediate transaction kernels [41] in order to keep the blockchain as compact as possible. It would be
important to prove that the resulting transaction is still valid in Property 1.

6.3 Discussion

Both Grin and Beam implementations address the main features of the MW protocol, namely the properties
of confidentiality, anonymity and unlinkability comprised in our work.

Broadcasting Protocol

Both Grin and Beam use the Dandelion scheme as broadcasting protocol [37]. We have formalized that a
broadcasting protocol should hold the property of Transaction Untraceability. It should not be possible to
link transactions and their originating IP addresses, in other words, to deanonymize users. Broadcast with
confusion, as we describe in Property 23, should be carried out to satisfy Transaction Untraceability. We
have also described the stem and fluff phases of the Dandelion scheme.

Grin implements a simplified version of the Dandelion++ protocol. Each individual node pseudorandomly
determines whether it functions as a stem or a fluff node (Section 5.4) at regular intervals known as epoch
periods. As we can see in Figure 6 this is configurable via epoch secs and it is set to last for 10 minutes. At
the start of an epoch, the node randomly selects a single connected peer to serve as its outbound relay and
decides in which mode to operate. This decision is randomized, with the probability of selecting stem mode
set at 0.9 (parameter stem probability, Figure 6). As we have defined in Section 4.4, any transaction
received from inbound peers or transaction originated from the node itself are first added to the mempool.
If the node is in stem mode, after being added to the mempool, received stem transactions are forwarded
onto the their relay node as a stem transaction. If the node is in fluff mode, then transactions received from
inbound nodes are kept in the mempool. The system verifies if any transactions are older than 30 seconds
(configurable as aggregation secs, Figure 6). If found, these transactions are aggregated and subsequently
fluffed. This aggregation is performed by applying Transaction Join (Definition 13, Section 4.3).

Furthermore, Grin’s implementation, in the stem phase, allows for cut-through, which provides greater
anonymity to the transactions before they are broadcasted to the entire network.
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Figure 7: Litecoin MWEB transaction body source code [45]

In addition, in order to improve privacy, Beam’s implementation adds dummy transaction outputs at the
stem phase. Each output has a value of zero and it is indistinguishable from regular outputs. Later, after
a random number of blocks, the UTXOs are added as inputs to new transactions, i.e., they are spent and
removed from the blockchain.

In [24] can be seen how we have extended the stem routine to capture Beam’s behavior.

Range proofs

Grin and Beam implement range proofs using Bulletproofs. Regarding our model, the validity of the range
proofs are the first property a transaction should satisfy to be valid (Property 1). Furthermore, for every
transaction in a bock, the range proofs of all the outputs should be valid too (Property 3).

6.4 Litecoin

Litecoin [43] is an opensource project [44] and it was born from a copy of Bitcoin’s source code. Litecoin
features faster transaction confirmation times since it has a 2.5-minute block processing time on average.
Meanwhile, Bitcoin’s block processing time is 10 minutes on average. In Litecoin transactions, the sender and
recipient addresses as well as the amount are public. It means that transaction history can be publicly traced.
In November 2019, MWEB (Mimblewimble Extension Blocks) were introduced as a Litecoin improvement
proposal. They are a way to offer Confidential Transactions on the Litecoin network via soft-fork.

Blocks and Transactions

At the core, MWEB combines Mimblewimble features over extension blocks. The extension blocks create a
side-chain alongside Litecoin regular blocks. Users can decide whether to have their transactions public or
private via MWEB. Both private and public transactions exist simultaneously on Litecoin. In Figure 7 (line
142) can be seen as a generic transaction input could either be an MWEB input or a canonical input.

In order to provide privacy and confidentiality guarantees, MWEB transactions are based on confidential
transactions. In Figure 8, we can observe that each transaction contains a list of inputs and outputs.

As can be seen in Figure 9 each input transaction refers to the previous transaction’s output as we have
shown in our model where inputs are previous transaction outputs.

Privacy and Security Properties

The implementation of Mimblewimble over the soft-fork of Litecoin enhances privacy providing users the
option of sending confidential Litecoin transactions. The amount is only known between the parties and
addresses are kept private. In MWEB, CoinJoin can be performed to combine multiple inputs from different
parties into a single transaction. On the other hand, when a new node joins the Litecoin network for the
first time, it must verify the entire history of the blockchain. In MWEB, the cut-through process can be
performed in order to verify the compact blockchain.

7 Conclusions

MW represents a significant advancement in safeguarding anonymity and privacy within the realm of
cryptocurrencies. Due to its facilitation of traceability and the validation process, both Grin and Beam have
incorporated the MW protocol into their implementations.
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Figure 8: Litecoin MWEB transaction body source code [45]

Figure 9: Litecoin MWEB transaction body source code [45]
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We have emphasized components that form crucial steps in the comprehensive formalization of the MW
cryptocurrency protocol, the analysis of its properties, and the verification of its implementations. The
proposed idealized model plays a pivotal role in the described verification process.

Initially, we have established the primary components of our idealized model, encompassing transactions,
blocks, and the chain. Then, we have provided validity conditions to ensure the correctness of the blockchain.
We have stated precise conditions for both a valid transaction and a valid block. Moreover, we have defined
and demonstrated that the validity of a block remains invariant concerning the cut-through process and
CoinJoin.

The main difficulty encountered during this process stemmed from the absence of “official” documentation.
Consequently, we have conducted a thorough literature review to comprehensively analyze and conceptualize
the key components of MW. Furthermore, despite the availability of online documentation for Grin and Beam,
the primary challenge was to construct a model that abstracts away the specifics of their implementations.

Additionally, we have pinpointed and clearly articulated the conditions within our model to guarantee the
verification of pertinent security properties of MW, signifying a significant contribution of this work. Firstly,
we have demonstrated that a valid transaction does not generate new funds out of thin air. Secondly, given
that MW transactions are structured as Pedersen commitments, we have examined the robustness of the
scheme concerning the essential security properties that a cryptocurrency protocol must possess. Specifically,
we have outlined the computational binding commitment property and we have demonstrated a security
reduction through a game-based cryptographic proof approach. Thirdly, we have delved into zero-knowledge
proofs to establish that the transaction output is positive without disclosing the specific amount. Additionally,
we have described certain security properties that a range proof scheme should meet.

Then, we have defined and analyzed two crucial security properties: unlinkability and untraceability. In
particular, we have provided a proof demonstrating that the likelihood of discovering a balanced transaction
within a valid block is negligible. Furthermore, we have defined the concept of broadcast with confusion to
obfuscate the IP address from which the transaction originates.

Finally, we have conducted an analysis and comparison of the current states of development of the Grin
and Beam implementations, using our model and its properties as a reference basis. We have illustrated
comprehensive connections between our model and their implementations concerning the MW structure and
its security properties. Specifically, we have expanded our steam routine abstraction to encompass Beam’s
behavior, incorporating dummy transactions and an incubation period to enhance privacy. On the other
hand, we have analyzed the MW based soft-fork Litecoin and we have compared with our model.

The primary challenge encountered in addressing the comparison between our model and the implementa-
tions was the need to read the source code of Grin and Beam. This was essential to identify the components
of our model and analyze how they are implemented in the respective codes.

The present work is not without limitations. Firstly, the off-chain nature of transaction construction
between parties necessitates a thorough analysis of the protocol construction to ensure security and privacy
properties during communication. Additionally, some of the security properties rely on an underlying hard
problem in terms of provable security. On the other hand, the consensus protocol plays a crucial role in
ensuring the integrity of the recorded information. To validate blocks and incorporate them into the chain,
the network must reach consensus through an agreed-upon algorithm. Two commonly used algorithms are
Proof of Work and Proof of Stake. Weaknesses in the protocol could expose vulnerabilities to different types
of attacks, necessitating a thorough examination of security considerations. Since MW is built on top of
a consensus protocol, our idealized model should be extended to formalize and study the security of the
consensus protocol.

8 Future Work

Recognizing the growing complexity and potential for errors in cryptographic proofs, our future plan involves
specifying our MW model using an interactive prover. This approach aims to automate the verification of
the model, encompassing the modeling of security goals and hardness assumptions to validate the security
properties we have stated.

Firstly, our plan involves evaluating tools designed for the verification of cryptographic protocols and
implementations, including: EasyCrypt [19], CryptoVerif [46] and Tamarin [47]. In particular, we are
especially interested in using EasyCrypt, an interactive framework tailored for verifying the security of
cryptographic constructions within the computational model. Subsequently, our plan involves specifying our
model using the chosen tool, adhering to all the definitions articulated in this work. Then, the interactive prover
will be employed to verify all the properties we have presented and proven. Furthermore, we will undertake
the specification and verification of the security properties. In particular, the game-based cryptographic proof
in Lemma 4 where the goal is to formulate a security reduction through a series of games, demonstrating that
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any attempt to breach the system’s security would result in an efficient solution to the discrete logarithm
problem.

The findings presented in this work represent a significant contribution, enabling the analysis of the
correctness of the MW protocol and its security properties over an idealized model, transcending any
specific implementation. Future research directions include the verification of Grin and Beam as accurate
implementations of the idealized model, ensuring the compliance with security properties through a formal
and rigorous approach. Indeed, Guy Corem, a member of the beam.mw foundation and one of Beam’s
founders, reached out to us expressing interest in our work. He further shared it through both his personal
Twitter account and Beam’s official Twitter account. Moreover, our paper is referenced on Beam’s website 1.
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